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## NOTE:

Please ensure that you have read the accompanying document ***‘Tutorial – Installing the database schema.docx’***, which details the various methods available to install the database to either an existing spatial database with data already defined, or to an empty database.

## Software requirements

### Database:

* PostgreSQL – open source relational database software (9.0.3, 32 bit)
* PostGIS – open source spatial extension for PostgreSQL (1.5.2)
  + - Check PostGIS version with SQL “SELECT PostGIS\_full\_version();”
    - E.g. "POSTGIS="1.5.2" GEOS="3.2.2-CAPI-1.6.2" PROJ="Rel. 4.6.1, 21 August 2008" LIBXML="2.7.6" USE\_STATS"
* pgAdmin – open source database viewer / administration tool (ships with PostgreSQL, currently used 1.12.2)
* PostGIS Shapefile and DBF Loader - http://postgis.refractions.net/download/windows/pg90/postgis-pg90-setup-2.0.1-1.exe

### Custom Database:

* a copy of the network\_interdependency.backup database schema is required. This can be used when an empty database has been created (using the template template\_postgis) and a user wishes to transform this to be able to use the custom schema. This is available from the pg\_schema/backup folder of the database folder structure

OR

* a copy of the ni\_setup\_database.bat script, with knowledge of the required values for the following mandatory parameters:
* PostgreSQL service host name (default usually “localhost”)
* PostgreSQL postgres user name (default is “postgres”)
* Path to PostgreSQL bin folder e.g. C:\Program Files (x86)\PostgreSQL\9.0\bin\
* Name of a database, and can be either an existing database or name of an empty new database just created.

This option can be used to install the database schema in to a database (one created with template template\_postgis) that may already exist, and already has data within it that a user does not wish to overwrite.

### Python:

* Python version: 2.6.5 (32 bit) or later (but not version 3).
* Spyder 2.1.7 or later
* Network X (1.6)
* OSGeo (GDAL & OGR) 1.8.0 or later
* Pscycopg2 (2-2.0.14) - <http://www.stickpeople.com/projects/python/win-psycopg/> - **BE SURE TO PICK THE CORRECT VERSION FOR YOUR COMBINATION OF POSTGRES AND PYTHON**

### Custom Python:

* nx\_pg.py – module to read PostGIS / shapefiles and convert to networkx graph instance
* nx\_pgnet.py – module to read/write networkx graph instances to and from the custom network\_interdependency database schema
* WS2DatabaseHandler.py – basic database handler
* db\_settings.py – custom settings files for each database (this can be replaced with an individual set of database settings, as defined by the user, but using the format described in this file
* layer\_settings.py – custom settings files for each set of layers to be used as inputs for network creation i.e. defines a set of edges and nodes tables in PostGIS to be used as inputs for creating the networkx graph instance
* ws2\_database\_network\_handlers.py – set of network handlers and methods linking between the nx\_pg/nx\_pgnet modules and the db\_settings/layer\_settings modules. The classes within this module allow specific creation of specific networks, based on specific data.

### Misc:

* Quantum GIS (1.7.0+) - <http://hub.qgis.org/projects/quantum-gis/wiki/Download>
* OSGeo4W - <http://hub.qgis.org/projects/quantum-gis/wiki/Download#12-OSGeo4W-Installer>

**NOTE: The following steps assume that you have a working knowledge of PostgreSQL, PostGIS, and the administrative interface, pgAdmin. Furthermore, these steps assume that all the afore-mentioned pieces of software have been installed and configured, in particular:**

* Installation and configuration of PostgreSQL and PostGIS
* Installation of pgAdmin (if using a different version than that which ships with PostgreSQL)
* Installation of the PostGIS Shapefile and DBF Loader
* Installation and configuration of Python, networkx, GDAL/OGR via OSGeo4W installer, nx\_pg and nx\_pgnet modules

## Building a national-scale rail network, from Ordnance Survey Meridian 2 Railway Line data

### Loading the Ordnance Survey Meridian 2 Railway Line data

1. Open pgAdmin
2. Connect to the transport database
3. From the “plugins” menu at the top of pgAdmin, select “PostGIS Shapefile and DBF Loader”. You should now see the plugin dialog window:

![](data:image/png;base64,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)

Figure - PostGIS Shapefile and DBF Loader dialog

1. Click the browse button ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAARCAIAAABfOGuuAAAAAXNSR0IArs4c6QAAAAlwSFlzAAAOxgAADsIBjrkIlgAAAa9JREFUOE+VUslKA0EQnV4mkRgzOCYmA6IX9aTkAwQRD4IfIJ78J//Bg6cgelTE5QskxJwFNySETCazODO9WJ2eaHBDiwfdXVXvFf26ked5xv8D9fv9/7MM5LqupgXBIAgHhhwekFGcLBUKxZ8UUa/X07XT80YU+YbiKWqpVF5f2yaEfstE3W5XFw4O93d39qLXnoGQSYvHJ42K7VDT1FWEkD1dXl6u53MTcPwQ45wLkbjeI2SnrfnNja00TcdGodbtTa02Xyk7kMRyFHCQEqDC9R6Y7CLqvWOqRAnGnDHdMEaTEgamqUIcJ2HojyOOX5VmJisxvJsO8CFJ2MCLv0UUpTAk8APdTIUQ2QUgG4R3d/ecs6/uPT91XBc8N227qiwBDd0Eix/4M7azulIXAphZfuQkBiMur850P4ZpWXCODeLU5ggR0gg/gVBBaW7otgrQyAITXK06lUo1ZRFjMWPJOLjgnc5LPl/Ihrfbbb27uD6yLItSEOJSji48EkWYDDx/trywtFhXr99qtXQJTEriCGH4D+irJTozWbBMM6dozWbzp6Zf8h/P/f5d/rJ5A9m8bInH/VEMAAAAAElFTkSuQmCC) next to the “Shape File” option at the top of dialog. This should launch a file browser
2. Navigate to the folder where you saved the OS Meridian 2 rail\_ln\_polyline.shp, and select that file. This data is available within the /doc/tutorial/data/OS Meridian 2 Rail Data/ folder of the database schema. This should populate the “Destination Table” value with the same name i.e. rail\_ln\_polyline.
3. Type the name of the database that you wish the data be loaded to, in to the “Database” box. Click “Test Connection” to test that that username, password, server host and port parameters are configured correctly. The words “Connection Succeeded” should appear if this step has been successful.
4. Type the EPSG code (SRID) of the data i.e. 27700 in to the SRID box
5. Type “geom” in to the Geometry Column box. This defines the name of the column that will contain the geometry in the final table in PostGIS, and also the name of the column that is subsequently added to the geometry\_columns table in PostGIS.
6. Click “Import”. The data should begin to import, and upon completion there should be 8495 features.

Repeat steps 4 – 9, but this time selecting the station\_point.shp file, to upload the OS Meridian 2 railway stations.

10. Once the station\_point data has been loaded in to PostGIS, add a field of type varchar, length 50, called “type” e.g.

ALTER TABLE station\_point ADD COLUMN “type” varchar(50);

11. Once the “type” column has been added, values of ‘Station’ need to be set so that when the junctions are generated in the next steps and combined with the stations, it is possible to distinguish which points are stations and which are junctions.

UPDATE station\_point SET “type” = ‘Station’

### Create a table of end points (using ESRI ArcGIS)

This step creates a table of start and end points for every edge in the input rail\_ln\_polyline data. This table can then be used to create a table of junctions that exist on the railway i.e. places where it is feasible for a train to transfer between rail lines. Please note that simply extracting the intersection points from the input rail\_ln\_polyline data is not sufficient as this includes points where it is not possible for a train to transfer between lines.

1) Open ESRI ArcGIS

2) Load the original rail\_ln\_polyline shapefile

3) Open ArcToolbox and select the “Feature Vertices to Points” tool

4) Select the rail\_ln\_polyline file as the Input Features

5) Define an appropriate name for the Output Feature Class e.g. rail\_ln\_polyline\_end\_point\_vertices.shp

6) From the available options, select the available Point Type option “End Points”. This tool will create a file of end points for each line in the input rail\_ln\_polyline.

7) Click OK to execute the tool. The result should take a few moments to process, but should result in 16990 features.

8) Using the PostGIS Shapefile and DBF Loader, load the resultant end point vertices shapefile in to PostGIS. Be sure to keep record of the name of the table created, if different to the name of the input shapefile.

### Create a table of end points (using PostgreSQL / PostGIS)

This following set of steps, replicates the procedure defined above for extracting end points from the railway line data, but instead uses functions available from the database rather than ArcGIS.

1) Open pgAdmin

2) Open a SQL query editor window, by clicking on ![](data:image/png;base64,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).

3) Type the following SQL line in to the editor window (changing the name of the railway line data if you have given this a custom name when it was uploaded to the database)

--create a table of start points for all lines in railway line data

CREATE TABLE rail\_ln\_polyline\_start\_point\_vertices AS SELECT gid, code, identifier, “name”, ST\_StartPoint(geom) as geom FROM rail\_ln\_polyline;

--create a table of end points for all lines in railway line data

CREATE TABLE rail\_ln\_polyline\_end\_point\_vertices AS SELECT gid, code, identifier, “name”, ST\_EndPoint(geom) as geom. FROM rail\_ln\_polyline;

--create a table of all start and end points

CREATE TABLE rail\_ln\_polyline\_end\_vertices AS SELECT \* FROM rail\_ln\_polyline\_start\_point\_vertices UNION ALL SELECT \* FROM rail\_ln\_polyline\_end\_point\_vertices;

NOTE: it is possible to create a unique set of points by executing the following steps, prior to the section on ***“SQL Code to create table of intersections counts between rail\_ln\_polyline data and end points generated in previous step”***

--create a table of only unique points, based on geometry

CREATE TABLE rail\_ln\_polyline\_end\_vertices AS SELECT min(gid) as gid, min(code) as code, min(identifier) as identifier, min(“name”) as “name” FROM rail\_ln\_polyline\_end\_vertices\_all GROUP BY geom ORDER BY gid;

--add primary key constraint

ALTER TABLE rail\_ln\_polyline\_end\_vertices ADD CONSTRAINT rail\_ln\_polyline\_end\_vertices\_pkey PRIMARY KEY (gid);

--add dimension constraint

ALTER TABLE rail\_ln\_polyline\_end\_verticese ADD CONSTRAINT enforce\_dims\_geom CHECK (st\_ndims(geom) = 2);

--add geometry type constraint

ALTER TABLE rail\_ln\_polyline\_end\_vertices ADD CONSTRAINT enforce\_geotype\_geom CHECK (geometrytype(geom) = 'POINT'::text OR geom IS NULL);

--add srid constraint

ALTER TABLE rail\_ln\_polyline\_end\_vertices ADD CONSTRAINT enforce\_srid\_geom CHECK (st\_srid(geom) = 27700);

--drop and create spatial index

DROP INDEX IF EXISTS rail\_ln\_polyline\_end\_vertices \_gist;

CREATE INDEX rail\_ln\_polyline\_end\_vertices \_gist

ON rail\_ln\_polyline\_end\_vertices\_unique

USING gist

(geom);

### SQL Code to create table of intersection counts between rail\_ln\_polyline data and end points generated in previous step

DROP TABLE IF EXISTS rail\_ln\_end\_point\_vertices\_intersect\_counts;

--create a table of counts of intersections

CREATE TABLE rail\_ln\_end\_point\_vertices\_intersect\_counts AS SELECT rail\_ln\_polyline\_end\_points\_vertices.gid, COUNT(\*) as intersect\_count FROM rail\_ln\_polyline\_end\_points\_vertices, rail\_ln\_polyline WHERE ST\_Intersects(rail\_ln\_polyline.geom, rail\_ln\_polyline\_end\_points\_vertices.geom) GROUP BY (rail\_ln\_polyline\_end\_points\_vertices.gid) ORDER BY gid ASC;

DELETE FROM rail\_ln\_end\_point\_vertices\_intersect\_counts WHERE intersect\_count = 2;

**NOTE: This final step of removing all points where the intersection count against the original line data is only 2, works well for identifying junctions in the OS Meridian data because the original input line data has been digitised such that the line end points coincide with where either stations or junctions on the network would be located. This may not always be the case with other datasets.**

### Creating a table of junctions

DROP TABLE IF EXISTS rail\_ln\_junctions;

CREATE TABLE rail\_ln\_junctions AS SELECT rail\_ln\_polyline\_end\_points\_vertices.\*, rail\_ln\_end\_point\_vertices\_intersect\_counts.intersect\_count FROM rail\_ln\_polyline\_end\_points\_vertices, rail\_ln\_end\_point\_vertices\_intersect\_counts WHERE rail\_ln\_polyline\_end\_points\_vertices.gid = rail\_ln\_end\_point\_vertices\_intersect\_counts.gid;

DELETE FROM rail\_ln\_junctions USING station\_point WHERE ST\_Intersects(rail\_ln\_junctions.geom, station\_point.geom);

The final result should be a file of 3843 junctions.

NOTE: There may be duplicate junctions generated within this table where end points of lines are coincident with each other. If a unique set of line end points was not originally generated, then it is likely that there are duplicate end points in the resultant data and a unique set of junctions needs to be created from this data.

### Creating a table of unique junctions based on geometry

drop table if exists rail\_ln\_junctions\_unique;

create table rail\_ln\_junctions\_unique as select geom, min(gid) as gid, min(code) as code, min(identifier) as identifier, min("name") as "name", min(orig\_fid) as orig\_fid, min(intersect\_count) as intersect\_count from rail\_ln\_junctions GROUP BY geom ORDER BY gid;

ALTER TABLE rail\_ln\_junctions\_unique ADD CONSTRAINT rail\_ln\_junctions\_unique\_pkey PRIMARY KEY (gid);

ALTER TABLE rail\_ln\_junctions\_unique ADD CONSTRAINT enforce\_dims\_geom CHECK (st\_ndims(geom) = 2);

ALTER TABLE rail\_ln\_junctions\_unique ADD CONSTRAINT enforce\_geotype\_geom CHECK (geometrytype(geom) = 'POINT'::text OR geom IS NULL);

ALTER TABLE rail\_ln\_junctions\_unique ADD CONSTRAINT enforce\_srid\_geom CHECK (st\_srid(geom) = 27700);

DROP INDEX IF EXISTS rail\_ln\_junctions\_unique\_gist;

CREATE INDEX rail\_ln\_junctions\_unique\_gist

ON rail\_ln\_junctions\_unique

USING gist

(geom);

### Adding a type column to the unique junction table

ALTER TABLE rail\_ln\_junctions\_unique ADD COLUMN “type” varchar(50);

Once the “type” column has been added, values of ‘Junction’ need to be set so that when junctions are combined with the original input stations, it is possible to tell them apart.

UPDATE rail\_ln\_junctions\_unique SET “type” = ‘Junction’

### Combining junctions and original input stations

Drop table if exists rail\_ln\_junctions\_stations;

Create table rail\_ln\_junctions\_stations as select gid, code, identifier, “name”, “type”, geom from rail\_ln\_junctions

UNION ALL

Select gid, code, identifier, “name”, “type”, geom from station\_point;

ALTER TABLE rail\_ln\_junctions\_stations ADD CONSTRAINT rail\_ln\_junctions\_stations \_pkey PRIMARY KEY (gid);

ALTER TABLE rail\_ln\_junctions\_stations ADD CONSTRAINT enforce\_dims\_geom CHECK (st\_ndims(geom) = 2);

ALTER TABLE rail\_ln\_junctions\_stations ADD CONSTRAINT enforce\_geotype\_geom CHECK (geometrytype(geom) = 'POINT'::text OR geom IS NULL);

ALTER TABLE rail\_ln\_junctions\_stations ADD CONSTRAINT enforce\_srid\_geom CHECK (st\_srid(geom) = 27700);

DROP INDEX IF EXISTS rail\_ln\_junctions\_stations\_gist;

CREATE INDEX rail\_ln\_junctions\_stations\_gist

ON rail\_ln\_junctions\_stations

USING gist

(geom);

At this point a table of combined railway stations and junctions should be defined in rail\_ln\_junctions\_stations, and the original railway line defined in rail\_ln\_polyline. It is now possible to use these two layers to create a topological network of the rail network.

### Configuring db\_settings

Within the db\_settings.py file there are a number of database connection parameters defined, that help to maintain database connection strings used to connect to PostGIS database instances. A user will need to either create their own version of this file, or simply define their own parameters within this file, to denote the specific connection parameters for their database e.g. connecting to a local database

DB\_HOST = 'localhost'

DB\_PORT = 5432

DB\_USER = 'postgres'

DB\_PASSWORD = <INSERT PASSWORD>

DB\_NAME = ‘a\_database’

DB\_CONNECTION\_STRING = "host='"+DB\_HOST+"' dbname='"+ DB\_NAME +"' user='"+DB\_USER+"' password='"+DB\_PASSWORD+"'"

Furthermore, there is a dictionary of database connections defined within the default db\_settings.py file. The dictionary contains two main elements:

**‘connection\_settings’** – these define the basic connection parameters e.g. host, port, user, password

**‘database\_settings’** – these store the names and specific connection strings to specific databases i.e. contains lists of elements like TRANSPORT\_DB\_NAME and TRANSPORT\_DB\_CONNECTION\_STRING

The db\_settings.py file is utilised as part of the WS2DatabaseHandler.py file, which is used by the ws2\_database\_network\_handlers.py file to define database connection parameters for use when reading and writing network data.

### Configuring layer\_settings.py

Within the layer\_settings.py file there are dictionaries of layer names that reference layers stored in PostGIS and can be used as inputs to nx\_pg/nx\_pgnet for network creation. In general the dictionaries are split by the sector to which they relate e.g. transport, energy, and they are then further split by data source e.g. meridian, strategi etc, and then finally split by whether a layer denotes nodes or edges. It is also possible to define your own layer\_settings.py, or supply the edges and nodes layers as parameters to some of the build methods available in the ws2\_database\_network\_handlers.py files. Each network building class within the ws2\_database\_network\_handlers.py file utilises one of the specific dictionaries defined within the layer\_settings files. The usage is seen in Table.1:

|  |  |
| --- | --- |
| **Ws2\_database\_network\_handlers: object** | **Layer\_settings dictionary used** |
| WS2RoadNetwork | Transport\_layers |
| WS2RailNetwork |
| WS2AirNetwork |
|  |  |
| WS2GasNationalTransmissionNetwork | Energy\_layers |
| WS2GasRegionalDistributionNetwork |
| WS2ElectricityNationalTransmissionNetwork |
| WS2ElectricityRegionalDistributionNetwork |
|  |  |
| WS2SolidWasteNetwork | SolidWaste\_layers |
|  |  |
| WS2WaterNetwork | Water\_Layers  WasteWater\_Layers |
| WS2WasteWaterNetwork |

Table - layer setting usage by network handling objects

NOTE: If you wish to define your own dictionaries of input data within the layer\_settings.py file, then please do so, but note that you may need to alter the ws2\_database\_network\_handlers.py file to reflect those changes, or simply supply your own layer names as arguments to the build functions.

### Defining layers in layer settings

1. Define a Python variable with the same name as the chosen layer name in PostGIS for edges e.g. rail\_ln\_polyline, and assign it the same name as a string i.e. rail\_ln\_polyline = ‘rail\_ln\_polyline’

2. Define a Python variable with the same name as the chosen layer name in PostGIS for nodes e.g. rail\_ln\_junctions\_stations, and assign it the same name as a string i.e. rail\_ln\_junctions\_stations = ‘rail\_ln\_junctions\_stations’

3. Alter the transport\_layers->rail\_layers->meridian->edges dictionary to include the rail\_ln\_polyline variable e.g. defined in 1.

4. Alter the transport\_layers->rail\_layers->meridian->nodes dictionary to include the rail\_ln\_junctions\_stations variable e.g. defined in 2.

### Checking ws2\_database\_network\_handlers.py matches layer\_settings definitions

In order to build the national-scale rail network using the meridian data layers that you have created so far, the WS2RailNetwork class will be used. Checks need to be made that the layers defined previously within the layer\_settings files are being used within the respective build methods of the WS2RailNetwork class. Effectively this requires only one change to the “build\_meridian\_rail\_network\_nx\_pg” method:

self.meridian\_rail\_layers\_edges[‘'] change to self.meridian\_rail\_layers\_edges[rail\_ln\_polyline ']

self.meridian\_rail\_layers\_nodes[‘'] change to self.meridian\_rail\_layers\_nodes[‘rail\_ln\_junctions\_stations ']

This has told the method which layers to use from the PostGIS database as inputs to build the network.

### Executing the build procedure (Python):

from ws2\_database\_network\_handlers import WS2RailNetwork

import networkx as nx

ws2\_os\_meridian\_rail\_network = WS2RailNetwork('public', 'itrc\_test\_network\_interdependency', 'itrc\_test\_network\_interdependency')

network\_name = 'OSMeridian2\_Rail'

ws2\_os\_meridian\_rail\_network\_information = ws2\_os\_meridian\_rail\_network.build\_meridian\_rail\_network\_nx\_pg(network\_name, with\_node\_table=True)

ws2\_os\_meridian\_rail\_network.store\_meridian\_rail\_network('nx\_pgnet', ws2\_os\_meridian\_rail\_network.get\_meridian\_rail\_network\_nx\_pg(), network\_name, epsg=27700, overwrite=True)